Abstract - Network task management system deals in managing the remote tasks to be carried by various client systems in the same network. The requested tasks by various clients are stored in the database with the IP Address, task name and time. The task requested by the client is completed when the server pings the requested client at the specified time. The server again checks for anymore tasks that are remaining to be performed. The database is updated after the tasks are completed. Once the requested tasks are completed the server keeps on examining for any other requests in the database. If the tasks are not performed because of any network issues like timeout then these tasks are again tried to get connected for five times if not it picks the next task to be performed, so that server should not be idle and increases the performance. Searching is provided in the project to verify the completed and incomplete tasks in the application. The tasks are performed and acknowledged, the status of the tasks are updated in the server database and data base is refreshed for avoiding the overhead of the server.
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I. INTRODUCTION

Task management is the process of managing a task through its life cycle. The management involves planning, testing, tracking and reporting of the tasks in a proper manner [1]. The network task management system aims at establishing client server architecture between remote systems and facilitates system tasks among the clients. The tasks include opening/performing of single/multiple tasks as requested by the client at other remote client locations. The server establishes a dynamic connection with the clients at the requested time, completes the task requested and the connection is terminated after the completion of the task. The data base is refreshed automatically once the task is completed to ensure faster access and remove system overhead.

The scope of the project lies in establishing dynamic Client-Server architecture. This is implemented with a scope of single-server and many clients with tasks that are done with multi-client/tasks architecture.

The project defines two types of clients:
(1) Clients which define the tasks and
(2) Remote clients which performs the tasks.

Automatic updating and restoring of the data is carried out to ensure elimination of system overheads.
The requested tasks by various clients are stored in the database with the IP Address, task name and time. The task requested by the client is completed when the server pings the requested client at the specified time. The server again checks for anymore tasks that are remaining to be performed. The database is updated after the tasks are completed. Once the requested tasks are completed the server keeps on examining for any other requests in the database. If the tasks are not performed because of any network issues like timeout then these tasks are again tried to
get connected for five times if not it picks the next task to be performed, so that server should not be idle and increases the performance. Searching is provided in the project to verify the completed and incomplete tasks in the application.

II. LITERATURE SURVEY

Task management can help either individuals achieve goals, or groups of individuals collaborate and share knowledge for the accomplishment of collective goals. Tasks are also differentiated by complexity, from low to high. Task management may form part of project management and process management and can serve as the foundation for efficient work flow in an organization. Effective task management requires managing all aspects of a task, including its status, priority, time, human and financial resources assignments, recurrence, notifications and so on [9]. These can be combined together broadly into the basic activities of task management. Network task management system is implemented using client server architecture. A client server application is a piece of software that runs on a client computer and makes request to a remote server[2]. In this paper the client server architecture is implemented dynamically between a remote server and multiple remote clients. Synchronizing between the client and the server is a network task which is time consuming if not connected properly. In [3] the author has described the need of an IP network like TDM/SDH. He has also explained the communication between the client and the server using alternate routes when the network node is affected.

III. METHODOLOGY

This proposed system implementation involves a methodology which begins with the process of understanding the client Server Architecture and Connection establishment between the Client-Server models. The business logic for the requirements is implemented using C# .Net and MySQL Database. The project is implemented as three different modules and integrated together to make an application. The waterfall model has been followed to develop the system.

The module 1, Network Connection Module is designed to connect the client and server dynamically using the IP address and credentials. The requested task by various clients is stored in the database with the IP address, task name and time. To perform the task on client machine it takes the username and password of that machine for authentication. Whenever specified time is equal to server time, server picks all the necessary information from the database and performs the task.

The module 2, Performance module is designed to perform the tasks requested by the clients is completed and acknowledged by the server. The module has been developed using PSEXEC tool[4] to perform the specified task in the remote client machine. The server collects the tasks to be performed by the remote clients and keeps checking the database for upcoming task. At the specified time, it pings to the required client. The server pings the client for connection for a maximum of 5 times in case of a network failure and then reports to the requested client if it is not connected. In case of the connection made, the tasks will be completed. If two more tasks are requested by two different clients at the same time, the server pings the remote requested client machine and performs the task. If two different remote clients are requested to perform multiple tasks at the same time, the task are completed by the server. The server acknowledges to the client machine regarding the task completion.

The last module, named as status update module is implemented to update the status of the tasks in the server database. The module provides an option to search for the completed and incomplete tasks. A summary of the status is also available for analysis. The server database is dynamically refreshed whenever the tasks are completed.

IV. IMPLEMENTATION

The figure 3.1 displays the User Interface of the application. It displays the various options available in the project to connect to the client, add tasks, add machines, view summary.
The following figure 3.2 adds a new client machine to the network along with the required credentials.

The figure 3.3 explains the addition of a new task to the clients at a specific time. Based on the IP address of the requested client, the tasks will be added and stored in the server database.
The figure 3.4 displays the dynamic connection establishment between the client and the server. The server provides two options: Once the start server option is enabled, a connection is established and the task is performed. If there is a failure, the ping option can be used to manually connect the client.

Successful execution is explained in figure 3.5 where a Client request is being executed with a command prompt as a task to be performed at Client machine at a specified time that they had requested.

The figure 3.6 shows the execution of Client request to open a notepad at the specific time.
In the below figure 3.7 shows the successfully executed output at a Client machine where a notepad task has been performed at a requested time.

The project Development of a network management system has been implemented successfully using c# with .Net platform. A client server system has been established in the first phase and the communication is authenticated with the help of the IP address. The data is also stored in the data base with MySQL as a backend. The various system tasks to be performed by various clients requested by the clients are stored in the server data base. The server verifies the date and the time of the performance of the task and forwards to the required client by establishing the connection dynamically. If the connection could not be established, the server tries it for a maximum of five times and reports non connectivity to the data base. The clients acknowledge the completion of the task to the database once it is completed. The data base is automatically updated and refreshed after the completion of the tasks so that the server overhead is reduced. Reports were generated for the success and unsuccessful completion of tasks. In future, the project can be extended to connect devices for Internet of Things
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